PRACTICAL 6

Topic: CSP

Introduction:

**Constraint Satisfaction Problem (CSP)**

A **Constraint Satisfaction Problem (CSP)** is a mathematical problem defined by three main components:

1. **Variables**: A set of variables X={X1,X2,…,Xn}X = \{X\_1, X\_2, \dots, X\_n\}X={X1​,X2​,…,Xn​}.
2. **Domains**: Each variable XiX\_iXi​ has a finite set of possible values DiD\_iDi​ (its domain).
3. **Constraints**: A set of restrictions C={C1,C2,…,Cm}C = \{C\_1, C\_2, \dots, C\_m\}C={C1​,C2​,…,Cm​} that specify allowable combinations of values for subsets of variables.

The goal is to assign values to all variables such that all constraints are satisfied.

Code:

from collections import defaultdict

class CSP:

    def \_\_init\_\_(self, variables, domains):

        self.variables = variables  # List of variables

        self.domains = {var: list(domains) for var in variables}  # Domains

        self.constraints = defaultdict(list)  # Constraints dictionary

    def add\_constraint(self, var1, var2):

        """Add a binary constraint that var1 != var2."""

        self.constraints[var1].append(var2)

        self.constraints[var2].append(var1)

    def is\_consistent(self, var, value, assignment):

        """Check if assigning value to var satisfies all constraints."""

        for neighbor in self.constraints[var]:

            if neighbor in assignment and assignment[neighbor] == value:

                return False

        return True

    def backtrack(self, assignment={}):

        """Backtracking search."""

        if len(assignment) == len(self.variables):

            return assignment  # All variables assigned

        unassigned = [v for v in self.variables if v not in assignment]

        var = unassigned[0]  # Choose the first unassigned variable (can use heuristics)

        for value in self.domains[var]:

            if self.is\_consistent(var, value, assignment):

                assignment[var] = value  # Assign value

                result = self.backtrack(assignment)

                if result:

                    return result

                del assignment[var]  # Backtrack

        return None

# Example: Map Coloring

variables = ["WA", "NT", "SA", "Q", "NSW", "V", "T"]

domains = ["Red", "Green", "Blue"]

csp = CSP(variables, domains)

# Add constraints (adjacent regions cannot have the same color)

edges = [("WA", "NT"), ("WA", "SA"), ("NT", "SA"), ("NT", "Q"),

         ("SA", "Q"), ("SA", "NSW"), ("SA", "V"), ("Q", "NSW"), ("NSW", "V")]

for var1, var2 in edges:

    csp.add\_constraint(var1, var2)

solution = csp.backtrack()

print("Solution:", solution)

Output:

![](data:image/png;base64,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)